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1. [20 points] For each of the following OCaml programs, write down the Value of the given variable, or circle Error if you think there is a type or run-time error.

(a) [5 points]
```
let ans =
  let x = 0 in
  let a1 = let x = 1 in
    fun y z -> [x;y;z]
  in
  let a2 = let x = 100 in
    a1 x
  in
  a2 x
```

```
Error

Value ans = ____________________________
```

The next two parts share the following type and function definition:

```
type 'a tree = Leaf
| Node of 'a * 'a tree * 'a tree

let rec fold f b t = match t with
  | Leaf -> b
  | Node (x, l, r) -> f x (fold f b l) (fold f b r)

let t0 = Node ("cat",

  Node ("dog", Leaf, Leaf),

  Node ("hippo", Leaf, Leaf))
```

(b) [4 points]
```
let ans =
  let f = (fun _ vl vr -> 1 + vl + vr) in
  fold f 0 t
```

```
Error

Value ans = ____________________________
```

(c) [4 points]
```
let ans =
  let f = (fun x vl vr -> vl ^ x ^ vr) in
  fold f "" t0
```

```
Error

Value ans = ____________________________
```
The next two parts share the following type and function definition:

```ocaml
type 'a option = None | Some of 'a

let rec find f xs = match xs with
  | [] -> None
  | (x::xs') -> if f x then
    Some x
  else
    find f xs'

let xs0 = [2;4;8;16;32]
```

(d) [4 points]
```
let ans = let f x = x > 10 in
  find f xs0

Error

Value ans = ____________________________
```

(e) [3 points]
```
let ans = let f x = (x mod 2) = 1 in
  find f xs0

Error

Value ans = ____________________________
2. [15 points]
For this problem, you will write some functions that: use Ocaml’s lists to implement a Set API. We will represent sets of values of type ‘a by using lists.

\[
\text{type ‘a set} = \text{Set of ‘a list}
\]

(a) [2 points] First, implement a function

\[
\text{val empty : ‘a set}
\]

by filling in the definition below

\[
\text{let empty} = = \text{______________________}
\]

(b) [5 points] Write a function

\[
\text{val member : ‘a -> ‘a set -> bool}
\]

such that member x s returns true if x is in the set corresponding to s and false otherwise.

\[
\text{let member x s} = \text{match s with}
\]
\[
| \text{___________} -> \text{______________________________}
| \text{___________} -> \text{______________________________}
\]

(c) [3 points] Write a function

\[
\text{val add : ‘a -> ‘a set -> ‘a set}
\]

such that add x s returns a set which has all the elements of s and also the element x.

\[
\text{let add x s} = \text{match s with}
\]
\[
| \text{___________} -> \text{______________________________}
\]
We can use `add` to obtain a function

```ocaml
val union : 'a set -> 'a set -> 'a set
```

such that `union s1 s2` returns a new set which has all the elements of `s1` and also the elements of `s2`.

```ocaml
let union s1 s2 = match s2 with
  | Set x2s -> List.fold_left (fun s x -> add x s) s1 x2s
```

(d) [5 points] Finally, write a function

```ocaml
val del : 'a -> 'a set -> 'a set
```

such that `del x s` contains all the elements of `s` except the element `x`. **Hint:** Use `List.filter`.

```ocaml
let del x s = match s with
  | ___________ -> _____________________________
```

When you are done, you should see the following behavior at the Ocaml prompt:

```ocaml
# let s0 = empty       ;;
# (mem 1 s0, mem 2 s0) ;;
- : bool * bool = (false, false)

# let s1 = add 1 s0 ;;
# (mem 1 s1, mem 2 s1) ;;
- : bool * bool = (true, false)

# let s2 = add 2 s1 ;;
# (mem 1 s2, mem 2 s2) ;;
- : bool * bool = (true, true)

# let s3 = union s1 s2 ;;
# (mem 1 s3, mem 2 s3) ;;
- : bool * bool = (true, true)

# let s4 = del 1 s3 ;;
# (mem 1 s4, mem 2 s4) ;;
- : bool * bool = (false, true)
```
3. [15 points]

Consider the following small subset of NanoML:

```
type binop = Plus

type expr = Const of int
            | Var of string
            | Bin of expr * binop * expr
            | Let of string * expr * expr
            | App of expr * expr
            | Fun of string * expr
```

**Well-formed Expressions:** The following expressions $e_1$, $e_2$, and $e_3$ are good in that all the variables that are used are defined i.e. bound in the expression:

- ($* e_1 === 1 + 2 *)$
  
  ```
  let e1 = Bin (Const 1, Plus, Const 2)
  ```

- ($* e_2 === let x = 1 in
  let y = 2 in
  x + y *)$
  
  ```
  let e2 = Let ("x", Const 1,
                 Let ("y", Const 2,
                      Bin (Var "x", Plus, Var "y")))
  ```

- ($* e_3 === let x = 10 in
  (fun y -> x + y) x *)$
  
  ```
  let e3 = Let ("x", Const 10,
                App (Fun ("y", Plus (Var "x", Plus, Var "y")),
                     Var "x"))
  ```

**Ill-formed Expressions:** However, the following expressions $e_1'$, $e_2'$, and $e_3'$ are bad because they contain undefined (or “unbound” variables). That is, if you try to evaluate them in an empty environment (i.e. run `eval ([], e)`) you will get a "variable not bound" error:

- ($* e_1' === 1 + x *)$
  
  ```
  let e1' = Bin (Const 1, Plus, Var "x")
  ```

- ($* e_2' === let y = 2 in
  x + y *)$
  
  ```
  let e2' = Let ("y", Const 2,
                 Bin (Var "x", Plus, Var "y"))
  ```
let e3' = App (Let ("z", Const 10, Fun ("y", Plus (Var "y", Plus, Var "z"))), Var "z")

(a) [12 points] Use empty, add, union and del to write a function

val free : expr -> string set

such that free e returns the set of free variables in an expression e.

let rec free e = match e with
| Var x -> ___________________________
| Const n -> ___________________________
| Bin (e1, op, e2) -> ___________________________
| App (e1, e2) -> ___________________________
| Let (x, e1, e2) -> ___________________________
| Fun (x, e1) -> ___________________________

When you are done, you should get the following behavior:
# mem "x" (free e1) ;;
- : bool = false
# mem "x" (free e1') ;;
- : bool = true

(b) [3 points] Next, use free to complete the implementation of

let isWellFormed e = ___________________________

When you are done, you should get the following behavior:
# List.map isWellFormed [e1; e2; e3];;
- : bool list = [true; true; true]
# List.map isWellFormed [e1'; e2'; e3'];;
- : bool list = [false; false; false]